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Abstract

In model-based reinforcement learning, simulated experiences from the learned
model are often treated as equivalent to experience from the real environment.
However, when the model is inaccurate, it can catastrophically interfere with policy
learning. Alternatively, the agent might learn about the model’s accuracy and se-
lectively use it only when it can provide reliable predictions. We empirically explore
model uncertainty measures for selective planning and show that best results require
distribution insensitive inference to estimate the uncertainty over model-based up-
dates. To that end, we propose and evaluate bounding-box inference, which operates
on bounding-boxes around sets of possible states and other quantities. We find that
bounding-box inference can reliably support effective selective planning.

1 Introduction

A model-based reinforcement learning (MBRL) agent learns a predictive model of its environment,
and uses it to inform its decision-making process. Recent successful applications of MBRL ap-
proaches such as MuZero (Schrittwieser et al., 2020) and Dreamer (Okada & Taniguchi, 2021; 2022;
Wu et al., 2023) illustrate the promise of model-based learning as a path toward more capable and
more sample-efficient agents. That said, the promise is not yet fully realized. MBRL approaches
still tend to be brittle and highly sensitive to model errors.

Acknowledging this, some recent approaches have modified the objectives of model learning to better
align with the needs of planning, for instance by focusing on multi-step accuracy (e.g. Oh et al.,
2015; Talvitie, 2017) or on accurate rewards and/or state-action values (e.g. Grimm et al., 2020).
Ultimately, however, these approaches still rely heavily on the model’s accuracy, even if the definition
of “accurate” is somewhat altered. We must confront the fact that a practical, resource-limited agent
cannot always be relied upon to make sufficiently accurate predictions to support planning.

We focus on selective planning, where the agent estimates the model’s input-conditional accuracy
and selectively uses the model when it is accurate. In this paper we empirically explore poten-
tial uncertainty measures for selective planning and, based on the findings, introduce bounding-box
inference, a novel method for measuring uncertainty over model-based updates to the value function.

2 Problem Setting and Background

In this section we formalize the problem-setting and algorithms that we explore in our experiments.
We consider Markov decision processes (MDP). The environment’s initial state s0 is drawn from a
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distribution µ. At each step t, the environment is in a state st. The agent selects an action at which
causes the environment to transition to a new state st+1 sampled from the distribution given by
the transition function: p(s′, s, a) = Pr(St+1 = s′ | St = s, At = a). The environment also emits a
reward rt+1 given by the reward function, r(st, at). Both p and r are unknown to the agent.

A policy π specifies a way to behave in the MDP. Let π(a | s) be the probability that π chooses
action a in state s. Given a policy π, the state-action value of an action a at state s, qπ(s, a) is the
expected discounted sum of rewards obtained by taking action a in state s and executing π forever
after: qπ(st, at) = E

[∑∞
i=1 γi−1Rt+i | St = st, At = at

]
, where 0 ≤ γ ≤ 1 is the discount factor and

the expectation is over randomness from both the transition and policy distributions. The agent’s
goal is to find a policy that maximizes the state value vπ(s) = E[qπ(s, A)] in all states s, though we
assume that the agent’s limitations may prevent it from learning such an optimal policy.

In MBRL we typically seek to learn a model (p̂, r̂) that approximates the environment. Alternatively,
it is also common to learn a deterministic model, most commonly an expectation model that, for a
given state and action, provides an estimate of the expected next state and reward. For a determin-
istic model, we will slightly overload notation and let p̂(st, at) = st+1 be the model’s predicted next
state. In this paper we assume that the agent is unable to learn a perfectly accurate model.

2.1 Sources of Model Error

Multiple factors can cause inaccurate predictions, which can subsequently cause planning failure.

Aleatoric uncertainty refers to uncertainty over outcomes due to stochasticity in the environment.
In the presence of aleatoric uncertainty, even perfectly accurate expectation models may cause
planning failure unless the value function is linear in the state features (Wan et al., 2019). So, for
some applications, models that represent probability distributions may be necessary.

Epistemic uncertainty refers to uncertainty over the model parameters themselves, due to limited
training. It is common to account for epistemic uncertainty by taking a Bayesian perspective. For
instance PILCO (Deisenroth & Rasmussen, 2011) uses a Gaussian process model which supports
Bayesian inference about the distribution over future rewards considering both aleatoric and epis-
temic uncertainty. Deep PILCO (Gal et al., 2016) adapts PILCO to use neural networks, using
dropout and Monte Carlo methods for approximate inference. Other methods train model ensem-
bles to account for the variety of reasonable predictions based on the training data (e.g. Osband
et al., 2018). Epistemic uncertainty is reduced by training on additional data; with a sufficiently
large training set a single “best” set of model parameters typically emerges.

Model inadequacy refers to the potential inaccuracy of the “best” set of model parameters, which
may be a result of structural assumptions encoded in the model (e.g. PILCO imposed conditional
independence over predicted state variables, given the current state) or resource limitations (e.g. a
neural network may have too few nodes to represent the underlying function). In this case, even
with deterministic dynamics, even with sufficient training to eliminate epistemic uncertainty, the
best fitting model may generate inaccurate predictions that cause planning failure.

Model inadequacy can only be reduced by increasing the expressiveness of the model, which may not
always be a practical option. In this paper we focus on mitigating the impact of model inadequacy
by selectively using the model in regions of the state space where it can make accurate predictions.

2.2 Model-Based Value Expansion

In model-based value expansion (MVE) (Feinberg et al., 2018), the agent gathers data in the envi-
ronment using a behavior policy πb (which may be fixed or changing) while estimating the optimal
state-action values. At time t, the agent observes state st, selects action at using πb, and observes
the next state st+1 and reward rt+1. MVE uses the model to calculate multi-step temporal difference
errors (Sutton, 1988), or TD errors. We define the greedy policy πg to be the policy that, at every
state s, takes the action arg maxa q̂(s, a) with probability one. Starting from st+1, MVE uses πg and
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the learned model (p̂, r̂) to extend the agent’s experience into the future, sampling the sequence:

st, at, rt+1, st+1, at+1, r̂t+2, ŝt+2, at+2, r̂t+3, ŝt+3, . . . , r̂t+h, ŝt+h,

where each r̂ and ŝ is generated by the model and all actions from time t + 1 on are generated by
πg. This simulated sequence can then be used to calculate the h-step TD target:

ρ̂h(st, at, rt+1, st+1) = rt+1 +
h∑

i=2
γi−1r̂t+i + γh max

a
q̂(ŝt+h, a).

The MVE algorithm calculates TD targets at multiple planning horizons up to some maximum
horizon h and moves the current state-action value estimate for st, at toward the average of the
targets, which we can more generally consider a weighted average:

q̂(st, at) += α

(
1∑h

i=1 wi

(
w1ρ1(st, at, rt+1, st+1) +

h∑
i=2

wiρ̂i(st, at, rt+1, st+1)
)

− q̂(st, at)
)

.

where α is a stepsize metaparameter. When h = 1, this update is equivalent to Q-learning.

2.3 Selective Model-Based Value Expansion

The MVE algorithm is particularly amenable to selective planning by adjusting the weights according
to the reliability of each TD target. For example, the STEVE algorithm (Buckman et al., 2018)
learns an ensemble of models and value functions and bases the MVE weights on the variance of the
ensemble of TD targets. If the models disagree, the estimated target should not be trusted.

Abbas et al. (2020) argue that ensemble variance primarily measures epistemic uncertainty and show
that, with sufficient training, an ensemble of models may agree on the “best” model, which may
still be inaccurate. They argue that model inadequacy may be detected using methods for learning
stochastic models in the face of aleatoric uncertainty; model error will be interpreted by the training
process as noise and manifest as higher variance in the model’s predictions. They train a single
model with a Gaussian approximation of the transition distribution and base the weights on the
predicted variance, showing that this does indeed mitigate the impact of model inadequacy.

In this paper we follow Abbas et al. (2020) in using the spread of the model’s predictions to detect
model inadequacy but follow Buckman et al. (2018) in measuring uncertainty over TD targets
rather than states. We will calculate an uncertainty ui for each TD target ρ̂i, with u1 = 0. Then
MVE weights will be determined by a softmin distribution: wi = e

−ui
τ /

∑
j e

−uj
τ , where τ is the

temperature. When τ → ∞, the update approaches MVE, which equally weights all targets. If
ui > 0 for i > 1, then as τ → 0 the update approaches Q-learning.

3 Experiments with Hand-Coded Models

In this section we introduce a simple illustrative problem designed to distill some issues related to
planning with an inadequate model and experiment with idealized hand-coded models. In Section
4 we experiment with learned models and in Section 5 we consider a less contrived problem1.

3.1 The Go-Right Problem

The Go-Right problem is illustrated in Figure 1 (left). At a high level, the agent begins at the far
left of a hallway and must take 10 steps to the other end to receive a prize. Moving right generally
gives -1 reward (moving left gives 0 reward). The discount factor γ = 0.9.

The agent also observes a status indicator light, which switches between 3 possible intensities in a
deterministic but 2nd-order Markov pattern. If the agent enters the prize location at the same time

1Source code for all experiments can be found at https://github.com/LACE-Lab/bounding-box

https://github.com/LACE-Lab/bounding-box
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Figure 1: Left: an illustration of the Go-Right domain. Right: Results of unselective MVE planning
in Go-Right. The curves are smoothed so that each point is the average of the previous 100 episode
scores. The shaded regions represent the (smoothed) standard error at each point.

that the status indicator reaches full intensity, the agent wins the prize. Specifically, until the agent
leaves the prize location, moving right gives the agent 3 reward, rather than -1.

The two prize indicator lights tell the agent whether it has won the prize. They are both off when
the agent is not in the prize location and both on when the agent has won the prize. When the
agent is in the prize location but has not won the prize, the lights flash in a Markov pattern.

The agent observes continuous variables representing its position and the intensities of the indicator
lights. At initialization, each variable is given a random offset, which remains until the problem
is reset. As such, though the underlying dynamics are discrete, the data received by the agent is
continuous-valued. A more detailed description of the dynamics can be found in Appendix A.

3.2 Experimental Setup

We approximate an infinite horizon by exposing the agent to Go-Right for 500 steps at a time before
truncating the interaction and resetting. The agent does not receive a termination signal, and does
not perceive the reset as a transition. We use a uniform-random behavior policy to collect training
data. After each 500-step interaction, we evaluate the agent’s greedy policy (also for 500 steps).

The q̂ function is a lookup table over the (non-Markov) underlying discrete dynamics. Unless
otherwise specified, we used h = 5. For each agent we performed a joint sweep over α and τ (for
details, see Appendix B). We then ran 50 independent trials with the selected metaparameter values.

3.3 Unselective Planning Results

We begin by studying MVE planning using idealized hand-coded models that represent reasonable
model limitations. The following discussion refers to results shown in Figure 1 (right), which shows
the discounted sum of rewards obtained by the learned greedy policy, averaged over 50 trials.

First note that, despite the partially observable environment, Q-learning is able to learn a good policy
that goes right and then repeatedly enters the prize location until the agent wins the prize. The agent
labeled “Perfect” performs unselective MVE using a perfectly accurate model that accounts for the
2nd-order Markov dynamics. We see that planning can significantly improve learning performance
and that access to the full state allows the agent to minimize the number of costly right actions.

3.3.1 Expectation Models

The agents labeled “Expect” perform unselective MVE using a hand-coded, Markov expectation
model that gives the exact least squares estimate of the next state. Being Markov, the model cannot
accurately predict the deterministic next state. Specifically, when the agent enters the prize location,
the model predicts prize indicator values of 1

3 , which is not a value ever observed in the environment.
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Hand-Coded: Go-Right
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Figure 2: Selective planning with hand-coded models in Go-Right (left) and Go-Right-10 (right).

As it cannot be informed by data, the value of q̂ given this impossible state is arbitrary, depending
on the biases of the function approximator. Our lookup table considers intensities below 0.5 to be
“off” so the model effectively never predicts that the agent will receive the prize.

When h = 5, this issue causes the agent to never learn to go right. One common strategy for
mitigating model error is to shorten planning rollouts (e.g. Jiang et al., 2015; Janner et al., 2019)
and h = 2 planning does perform slightly better. However, h = 2 planning still causes policy learning
to fail, despite using only a single simulated step from the model.

3.3.2 Sampling Models

The agents labeled “Sample” use a stochastic Markov model of the environment. Given a state
and action, the model provides independent samples of the exact maximum-likelihood distribution
over each variable of the next state. Note that Go-Right satisfies the independence assumption;
in a deterministic system all variables are independent. However, the model is inaccurate so the
maximum-likelihood distributions are not deterministic. When the agent enters the prize location,
the model assigns a probability of 1

3 to each prize indicator light turning on and therefore only
probability 1

9 to both lights turning on and the agent winning the prize.

Because the sampling model assigns a low probability to the agent receiving the prize, these agents
do not learn good policies. As above, we see only slightly better performance when h = 2.

3.4 One-Step Predicted Variance

We now turn to Figure 2 (left), which shows results of selective planning. The agent labeled
“1SPV” uses the uncertainty measure proposed by Abbas et al. (2020), which we call one-step
predicted variance (1SPV). We use the same hand-coded expectation model as in Section 3.3.1,
but the model also outputs the exact maximum-likelihood, input-conditional variance σ̂2

d(st, at)
for each dimension d of the next state st+1 as well as the reward σ̂2

r(st, at). Following Ab-
bas et al. (2020), the uncertainty associated with the TD target at horizon i > 1 is then
ui =

∑i−1
j=0

(∑
d σ̂2

d(st+j , at+j) + σ̂2
r(st+j , at+j)

)2. Summing the variances over the state dimen-
sions corresponds to a conditional independence assumption over the variables of the next state.
As far as we are aware, summing the variances over rollout steps has no theoretical basis, but it
heuristically encodes the intuition that early uncertainty should make later steps uncertain as well.

In Go-Right there is a persistent source of state uncertainty; the status indicator has high predicted
variance at every step. However, in most states the status indicator is largely irrelevant to q-values,
so the 1SPV measure is too conservative. With the best performing temperature, the performance of
the learned policy is essentially identical to that of Q-learning. This is preferable to the catastrophic
failure of unselective planning in Section 3.3.1, but the model is underutilized.

2Abbas et al. (2020) assumed that the reward function was known so did not include the reward term.
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3.5 Monte-Carlo Target Variance

The primary issues with 1SPV that we have identified are that state uncertainty is not always a
good proxy for TD target uncertainty and that the method for computing multi-step uncertainty is
not theoretically motivated. We can address both of these via principled inference of the model’s
uncertainty over TD targets rather than individual transitions.

As in Deep PILCO (Gal et al., 2016), the agents marked “MCTV” in Figure 2 (left) use the Monte
Carlo method as a general-purpose inference method to approximate the model’s uncertainty over
multistep TD targets. They use the same sampling model as in Section 3.3.2, but for each planning
step they sample k independent rollouts (each beginning with the same initial transition from the
environment). This produces k TD targets at each horizon i: ρ̂1

i , ρ̂2
i , . . . , ρ̂k

i . The MVE update at
horizon i uses the average of the sampled TD targets: ρ̂i = 1

k

∑k
j=1 ρ̂j

i . The uncertainty ui associated
with the TD target ρ̂i is the sample variance of the TD targets: ui = 1

k−1
∑k

j=1(ρ̂j
i − ρ̂i)2.

We show results with k = 10 and k = 40. We observe that selective planning that infers the impact
of the model’s uncertainty on TD target uncertainty may allow the model to be used effectively,
despite persistent state error. The higher sample size predictably performs better.

3.5.1 Limitations of Target Variance

Though intuitive, predicted TD target variance is not inherently the ideal signal for selective plan-
ning. Remember that there is no stochasticity in Go-Right. The model’s predicted target variance
is a symptom of underfitting and not an estimate of any underlying probabilistic quantity. The vari-
ance estimate depends upon the model’s structural biases and the observed frequency of transitions,
which in turn depends upon the model’s representation of the state and the behavior policy.

As an illustration of this issue, we run the same experiment but in a version of Go-Right that has 10
prize indicators instead of 2, which we call Go-Right-10. Though nothing about the underlying task
has changed, the sampling model will now assign probability 1

310 = 1
59 049 to the agent receiving the

prize when it enters the prize location. Not only does this cause the model to further devalue going
right, it also dramatically reduces the model’s variance over TD targets that involve this transition.

The results are shown in Figure 2 (right). Both MCTV agents now perform worse than Q-learning.
We expect that performance would improve with more accurate inference, for instance via more
Monte Carlo samples, but note that we can further alter this problem to reduce the model’s target
variance arbitrarily while the model inadequacy remains the same. As such, even if exact inference
were available, the magnitude of the predicted target variance would not be a reliable indicator of
model inadequacy. Any non-zero TD target variance could signal catastrophic planning failures.

3.6 Monte Carlo Target Range

In order to reduce sensitivity to the model’s learned probability distribution we explore an alternative
measure of the spread of TD targets: the range, i.e. the difference between the maximum and
minimum possible TD targets3. If the range is small, then all possible model-generated TD targets
are similar. If the range is large, then the model is unsure about the TD target.

The agents labeled “MCTR” in Figure 2 use the same Monte Carlo procedure as in Section 3.5
but instead of calculating the variance of the TD targets, the uncertainty for horizon i is ui =
maxj ρ̂j

i −minj ρ̂j
i . In Go-Right we see that at both k = 40 and k = 10 the MCTR agents outperform

the MCTV agents. In Go-Right-10, MCTR with k = 40 outperforms MCTV, suggesting that target
range is more robust to the change in probability distribution. That said, it still performs worse
than Q-learning because in some rollouts at least one of the extreme values is not sampled. As such,
even the MCTR agent is somewhat sensitive to the model’s predicted probability distribution.

3If the model’s distribution over TD targets is not bounded, one could instead consider measuring a quantile
slightly below 1 in place of the max and a quantile slightly above 0 in place of the min.
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For completeness, we also include a one-step prediction range (1SPR) agent, which is the same as
1SPV except it sums the range of each state variable rather than the variance. Unsurprisingly, it
performs essentially the same as the 1SPV agent.

3.7 Bounding-Box Inference

To further reduce sensitivity to the predicted distribution, we introduce a light-weight alternative
inference method that infers ranges over TD targets from bounds over one-step predictions. We hand-
coded a Markov model that operates on a bounding-box over states. Let s be a vector of minimum
values for each dimension, s contain maximum values, and s be the corresponding bounding-box.
The model also operates on a set of actions, which, for notational consistency, we represent with a.

The hand-coded model takes an input bounding-box and outputs the exact bounds for each dimen-
sion of the next states and reward: p(st, at) = st+1 and r(st, at) = rt+1. We also modify q̂ to operate
on bounding-boxes: let q(st, at) = sups∈s

t
,a∈a

t
q̂(s, a) and q(st, at) = infs∈st,a∈at

q̂(s, a)

We now describe how to select a set of greedy actions for a bounding-box of states. We infer an
upper bound on the value of behaving greedily: v(st) = maxa q(st, a), as this is the maximum
possible value that can be obtained by taking one of the included actions in one of the included
states. Similarly, the lower bound v(st) = maxa q(st, a), because in all included states there is an
action that obtains at least this much value. For a bounding-box st we let the greedy action set
at = {a | q(st, a) ≥ v(st)}, the actions whose value bounds overlap with the greedy value bounds;
these are actions that could potentially be selected greedily within the given state bounding-box.

Given these components, selective MVE at time t can now perform a bounding-box rollout, starting
with st+1 = st+1 = st+1, which is generated by the environment. This produces the sequence

st, at, rt+1, st+1, at+1, rt+2, st+2, at+2, rt+3, st+3, . . . , rt+h, st+h.

We can use these quantities to infer bounds over the TD target at horizon i:

ρi(st, at, rt+1, st+1) = rt+1 +
i∑

i=2
γi−1rt+i + γt+iv(st+i),

and the symmetric calculation for ρ
i
. We let the uncertainty at horizon i be the range ui = ρi − ρ

i
.

Note that the inferred bounds may be loose. For instance, we apply the relaxing assumption that
all state variables and the reward can independently achieve their extreme values. In the real
environment, these variables may have relationships that prevent this. That said, the inferred target
range does represent a conservative upper bound for the true target range. Overly conservative
uncertainty estimates may, at worst, unnecessarily limit model usage. When the model is confidently
incorrect, it may interfere with policy learning. Thus, we err on the side of conservative bounds.

The agent labeled “BBI” in Figure 2 uses the expectation model described in Section 3.3.1 to generate
TD targets and uses a BBI rollout to generate uncertainties. In Go-Right it performs similarly to
the MCTR agent, indicating that the inferred target ranges are roughly as informative as the Monte
Carlo estimates. In Go-Right-10 we see, as expected, that BBI is unaffected by the change in the
model’s probability distributions. To ensure that the BBI agent is not simply overestimating the
value of going right, we also ran the same experiments with a lower discount factor γ = 0.85, for
which the optimal policy is to always go left. The results in Appendix C show that all of the agents
correctly learn a policy that never goes right. Overall, we observe that measures of spread that are
less sensitive to the model’s predicted distribution may be more robust for selective planning.

4 Bounding-Box Inference in Learned Models

In this section we describe simple procedures for performing bounding-box inference with founda-
tional model classes. For simplicity, we limit our discussion to models with a single dimensional
output; the ideas here can be straightforwardly extended to models with multi-dimensional output.
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We also perform experiments similar to the above, but we learn models along with the policy. In
all cases, the model was tasked with predicting the change in the state, rather than the value of
the next state. Furthermore, to avoid any concerns about learning interference, we learn a separate
predictive model for each state dimension and the reward. For each experiment we performed a
parameter sweep over α and τ as before. We did not formally sweep the metaparameters of the
model-learning algorithms; we do not aim to learn the best possible model, but rather to make the
most of the model that is learned. We provide details about model-learning in Appendix D.

4.1 Types of Bounding-Box Queries

We distinguish between two related but distinct bounding-box queries that require slightly different
treatment. An output bound query asks for bounds over the function’s output, reflecting only uncer-
tainty arising from the uncertain input. For example, in the BBI procedure we used output bound
queries on q̂, computing bounds on the estimated values of the possible states and actions.

In contrast, an outcome bound query asks for bounds over the possible real outcomes from the
environment, incorporating the model’s uncertainty. In the BBI procedure we used outcome bound
queries for the state and reward predictions. The predicted bounding-box reflects both the set of
possible inputs and the model’s uncertainty over, e.g., the next value of the status indicator.

4.2 Linear Models

A linear model approximates the outcome as a linear combination of features of the input. Let
features ϕ1, ϕ2, . . . , ϕn be functions of the input such that ϕi(x) ∈ R. A linear model has a set of
weights θ1, θ2, . . . , θn ∈ R and the model’s prediction f̂(x) =

∑n
i=1 θiϕi(x).

4.2.1 Output Bound Queries

For each feature ϕi, let ϕi(x) = supx∈x ϕi(x) and ϕ
i
(x) = infx∈x ϕi(x). To compute bounds on the

output, we imagine that all features can independently reach their extreme values. Then it is straight-
forward to upper bound the output of f̂ : f(x) =

∑n
i=1 max(θi, 0)ϕi(x)+

∑n
i=1 min(θi, 0)ϕ

i
(x). That

is, we calculate the output assuming that features with positive weight have their maximum values
and those with negative weight have their minimum values. We can calculate f(x) symmetrically.

It may be possible to obtain tighter bounds with some structural knowledge. For instance, if the
features ϕi, ϕi+1, . . . , ϕj are known to constitute a one-hot encoding, where one feature takes the value
1 and the others take the value 0, then their maximum contribution to the output is maxl∈{i,...,j} θl.

4.2.2 Outcome Bound Queries

To account for uncertainty over the true outcome, we must maintain additional statistics that mea-
sure the spread of observed outcomes. For example, we could maintain the maximum and minimum
residuals ever observed, z and z. Then, given an input bound x, we could estimate an upper bound
on the outcome as f(x) + z. Alternatively, we could estimate input-conditional estimates of spread,
for instance by binning the input space and maintaining the extreme residuals in each bin.

4.3 Regression Trees

A regression tree (Breiman et al., 1984) defines a piece-wise function as a tree. For simplicity, we
assume a binary tree with constant leaf models; each leaf node l predicts the average observed
outcome. Each internal node n is associated with a binary feature ϕn. The prediction of node n is
recursively either the prediction of the left or right child, depending on the value of ϕn(x), formally
f̂n(x) = (1 − ϕn(x))f̂n.left(x) + ϕn(x)f̂n.right(x). The overall prediction f̂(x) = f̂root(x).

We assume that each leaf model can support output bound and outcome bound queries (certainly
true of constant models). We can leverage the recursive structure of the tree to compute either type



RLJ | RLC 2024

0.5 1.0 1.5 2.0 2.5 3.0

Training Steps ×105

0.00

0.25

0.50

0.75

1.00

1.25

1.50

1.75
A

vg
.

D
is

co
u

n
te

d
R

et
u

rn

Regression Trees: Go-Right
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Figure 3: Selective planning with decision tree models in Go-Right (left) and Go-Right-10 (right).

of bound query for the tree as a whole. Given an input bound x, at node n either ϕ
n
(x) = ϕn(x),

in which case we can recur to the appropriate child as above, or ϕ
n
(x) ̸= ϕn(x), in which case

the predicted bounds must account for the predictions of both children. In the latter case, we let
fn(x) = max(fn.left(x), fn.right(x)) and symmetrically f

n
(x) = min(f

n.left
(x), f

n.right
(x)).

4.3.1 Experiments

We learned models using the fast incremental regression tree (FIRT) algorithm (Ikonomovska et al.,
2011), which maintains statistics in each leaf and splits the leaf by adding a feature when confident
that doing so would reduce the predicted variance of the outcome. Leafs used constant models,
predicting the sample mean ŷ of observed outcomes. As outcome bounds, leaves stored the maximum
and minimum observed outcome. For sampling, leaves stored the sample variance σ̂2 and sampled
from N (ŷ, σ̂2). As is typical, features were thresholds over input dimensions. In each leaf, the
candidate thresholds for splitting were the observed values of each input dimension.

Figure 3 (left) shows results in Go-Right. The agent marked “Sufficient” performs unselective MVE
with a learned model that has access to the full 2nd-order Markov state, and is therefore in principle
capable of learning a perfectly accurate model. This agent eventually performs similarly to the
perfect model agent. All selective planning methods outperform Q-learning, with MCTV performing
slightly better than BBI and MCTR. BBI and MCTR perform nearly identically, suggesting that
BBI produces ranges similar to the Monte Carlo estimates.

Figure 3 (right) shows results in Go-Right-10. Even the more expressive “Sufficient” model fails
catastrophically, as do both Monte Carlo methods. The BBI agent still outperforms Q-learning.

4.4 Feed-Forward Neural Networks

A feed-forward neural network has multiple layers of units. A unit uij in layer i has a linear model
ĝij and a monotonic activation function cij . Given input x, the output of uij is f̂ij(x) = cij(ĝij(x)).
The input to the network is given as input to units in the first layer. Each subsequent layer is given
the output of the previous layer as input. The output of the final layer is the output of the network.

We can iteratively perform output bound queries on the linear models in each row. Because cij is
monotonic, given an input bound x, we can let f ij(x) = cij(gij(x)) and f

ij
(x) = cij(g

ij
(x)).

For outcome bound queries, we could maintain the extreme residuals as proposed for linear mod-
els. Alternatively, we can approximate the input-conditional maximum and minimum values with
quantile regression via the pinball loss Koenker & Bassett Jr (1978), which can be used to train the
network to predict a high and low quantile. If the network outputs quantiles χ0.95 and χ0.05, then,
given an input range x, we can approximate f(x) ≈ χ0.95(x)) and f(x) ≈ χ0.05(x)), the maximum
possible value of the high quantile and the minimum possible value of the low quantile, respectively.
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Figure 4: Selective planning with neural network models in Go-Right (left) and Go-Right-10 (right).

4.4.1 Experiments

We trained 2-layer feed-forward neural networks using the ADAM optimizer (Kingma & Ba, 2015).
The first layer had 64 units with ReLU activation (Hahnloser et al., 2000). The output layer used
linear activation. For unselective planning, the model predicted the expected outcome. For BBI,
the network additionally predicted χ0.05 and χ0.95. For sampling we trained an implicit quantile
network (IQN) (Dabney et al., 2018), which uses quantile regression to learn arbitrary distributions.

Figure 4 shows results in Go-Right and Go-Right-10. In both cases the “Sufficient” model agent
under-performs. BBI reliably outperforms Q-learning, but, in Go-Right-10, performs notably worse
than in prior experiments. This suggests that the BBI uncertainties from the neural network may be
more conservative than those from the hand-coded or regression tree models, resulting in less model
usage. In Appendix E we offer further discussion and empirical support of this hypothesis. BBI for
neural networks may be prone to overly conservative planning since potentially loose bounds from
one layer are given as input to the next layer, compounding any overestimates of uncertainty.

Monte Carlo methods perform better than predicted in Go-Right-10. In Appendix E, however we
argue that the results are consistent with our hypothesis that Monte Carlo inference is sensitive to
the predicted distribution. In short, the particular errors in the neural network model create more
variance in TD targets than in prior experiments, which is easily detected by Monte Carlo sampling.

Overall, from these results we observe that, given sufficient samples (relative to the model’s predicted
variance), Monte Carlo inference can provide more precise uncertainty estimates than BBI, which
may suffer from overestimation of uncertainty.

5 Experiments in Acrobot

As a less contrived testbed, we consider the classic Acrobot control problem (Spong & Vidyasagar,
1989; DeJong & Spong, 1994), which Abbas et al. (2020) also explored. The agent controls the
torque on one joint of a robot arm while the second is free swinging. The agent tries to swing the
tip of the arm up to the level of the upper joint, receiving -1 reward until it does so. The discount
factor γ = 1. We also introduce a variant called Distractrobot that has a distractor dimension
sampled uniformly every step from [−4π, 4π], the range of the upper joint’s angular velocity.

5.1 Experimental Setup

In these experiments the agent will behave greedily, so planning will impact the agent’s behavior
(and therefore its own training data). This significantly complicates the interactions between the
model and value learning. We truncate episodes after 500 episodes, if not terminated.

The state-action value function q̂ is linear over a tile coding feature set described by Sutton (1995),
which we detail in Appendix F. In a tile coding each tiling is a one-hot encoding, a fact that we
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Figure 5: Planning with decision tree models in Acrobot (left) and Distractrobot (right). As
above, curves are smoothed over 100 episodes and the shaded region represents standard error.

exploit in output range queries on q̂. We performed joint sweeps over both α and τ (details in
Appendix B) and ran 50 independent trials of each method with the selected metaparameter values.

To aid legibility of the results, we plot the difference between the average total reward of each method
and that of the Q-learning agent. Positive values mean an agent is outperforming Q-learning. We
provide more traditional learning curves in Appendix G.

5.2 Results

Figure 5 shows results in Acrobot and Distractrobot using regression trees learned using the FIRT
algorithm. In order to limit the models’ accuracy, we set a maximum of 100 leaves per tree. Both
unselective planning agents (“Expect” and “Sample”) perform notably worse than Q-learning; their
curves largely fall below the limits of these plots. All of the selective planning methods successfully
mitigate the impact of the model’s inaccuracies. In Acrobot, the 1SPV agent is the clear outlier;
it outperforms all of the other agents, though it is unclear why. When additional state uncertainty
is added in Distractrobot, it performs more modestly. In Acrobot, the other agents perform
comparably to Q-learning. In Distractrobot, selective planning methods outperform Q-learning,
especially early in training, with MCTV slightly outperforming the rest early on.

Figure 6 shows results using 2-layer feed-forward neural networks. The models have limited capacity
with only 8 units in the first layer. As before, both unselective agents under-perform. The MCTV
agent learns quickly in Acrobot, but the MCTR agent under-performs; perhaps the extreme values
have low probability in the IQN model. The remaining selective planning methods perform compa-
rably to Q-learning. In Distractrobot, the selective planning methods all learn more quickly than
Q-learning, but the range-based methods perform notably better than the variance-based methods.

On the whole, the results are unsurprisingly not as clear as in Go-Right. In 3 out of the 4 ex-
periments, inference-based and/or range-based methods learn quickest, which is consistent with our
hypotheses. Also, once again BBI consistently avoids planning failure and, for the most part, enables
planning benefits comparable to Monte Carlo inference.

6 Summary of Conclusions

Using hand-coded models, we observed that uncertainty over the model’s one-step predictions (1SPV
and 1SPR) can become overly conservative when state uncertainty does not lead to TD target
uncertainty. We conclude that, for best selective planning results, the model should support inference
of uncertainty over learning updates (e.g. TD targets).

We also observed, in both hand-coded and learned models, that Monte Carlo inference (MCTV
and MCTR) can be effective, but it is sensitive to the model’s predicted probability distribution,
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Figure 6: Planning with neural network models in Acrobot (left) and Distractrobot (right).

which may be influenced by the model’s structural assumptions and even the behavior policy. With
insufficient samples relative to that distribution, underestimated uncertainty may allow model error
to interfere with learning. Furthermore, we argued that even exact target variance may not be
a reliable inadequacy measure, as an arbitrarily small target variance can still indicate significant
model inadequacy. We conclude that, for robust selective planning results, distribution insensitive
uncertainty measures (such as the range) are preferable.

Finally, guided by these insights, we introduced bounding-box inference to obtain distribution-
insensitive bounds over the TD targets. BBI’s main drawback is overestimation of uncertainty (and
thus lower model usage). As such, it can be outperformed by methods that provide more accurate
inference (such as MCTV and MCTR with sufficient samples). That said, BBI was also consistently
robust to irrelevant state error, which significantly impacted one-step uncertainty methods, and
low-variance predicted distributions, which significantly impacted Monte Carlo methods.

Overall, we conclude that models that support distribution-insensitive uncertainty inference may be
particularly desirable for selective planning, and that BBI is a promising step in that direction.

7 Future Directions

Selective MVE with bounding-box inference is an encouraging step toward MBRL agents that are
less brittle in the face of model inaccuracy. Here we briefly describe some particularly important
avenues for building upon this approach.

MVE is particularly amenable to selective planning but there are other important forms of planning.
For instance, it is common to perform one-step value/policy updates along a model rollout. How
should we perform updates on the values of simulated states, which may themselves be uncertain?

Bounding-box inference is appealing in its simplicity but the inferred bounds may be loose. Are
there more complex representations of uncertainty that could support efficient, sound inference that
accounts for some relationships between state variables and thus provides tighter bounds?

We rely on learned outcome bound estimates, but these may be based on insufficient data or poor
generalization. We have focused on model inadequacy, but it will be important to integrate methods
for detecting and mitigating epistemic uncertainty in the model and the uncertainty estimates.

TD target error is closely related to the quality of planning updates, but it is still a proxy measure.
Some target error can be benign (for instance, causing a somewhat bigger update in the correct
direction). How can we even more directly distinguish between helpful and harmful updates?

Acknowledgments

This material is based upon work supported by the National Science Foundation under Grant No.
IIS1939827 and by Harvey Mudd College. The experiments utilized GNU Parallel (Tange, 2011).



RLJ | RLC 2024

References
Zaheer Abbas, Samuel Sokota, Erin Talvitie, and Martha White. Selective dyna-style planning under

limited model capacity. In Proceedings of the 37th International Conference on Machine Learning
(ICML), 2020.

Leo Breiman, Jerome Friedman, Charles Stone, and R.A. Olshen. Classification and Regression
Trees. Taylor & Francis, 1984.

Jacob Buckman, Danijar Hafner, George Tucker, Eugene Brevdo, and Honglak Lee. Sample-efficient
reinforcement learning with stochastic ensemble value expansion. In Advances in Neural Informa-
tion Processing Systems 32 (NeurIPS), 2018.

Will Dabney, Georg Ostrovski, David Silver, and Rémi Munos. Implicit quantile networks for
distributional reinforcement learning. In Proceedings of the 35th International Conference on
Machine Learning (ICML), 2018.

Marc Deisenroth and Carl E Rasmussen. Pilco: A model-based and data-efficient approach to policy
search. In Proceedings of the 28th International Conference on Machine Learning (ICML), 2011.

Gerald DeJong and Mark W Spong. Swinging up the acrobot: An example of intelligent control. In
Proceedings of 1994 American Control Conference-ACC’94, volume 2, 1994.

Vladimir Feinberg, Alvin Wan, Ion Stoica, Michael I Jordan, Joseph E Gonzalez, and Sergey Levine.
Model-based value expansion for efficient model-free reinforcement learning. In Proceedings of the
35th International Conference on Machine Learning (ICML), 2018.

Yarin Gal, Rowan McAllister, and Carl Edward Rasmussen. Improving pilco with bayesian neural
network dynamics models. In Data-Efficient Machine Learning Workshop, ICML, 2016.

Christopher Grimm, André Barreto, Satinder Singh, and David Silver. The value equivalence princi-
ple for model-based reinforcement learning. In Advances in Neural Information Processing Systems
34 (NeurIPS), 2020.

Richard HR Hahnloser, Rahul Sarpeshkar, Misha A Mahowald, Rodney J Douglas, and H Sebastian
Seung. Digital selection and analogue amplification coexist in a cortex-inspired silicon circuit.
nature, 405(6789):947–951, 2000.

Elena Ikonomovska, Joao Gama, and Sašo Džeroski. Learning model trees from evolving data
streams. Data mining and knowledge discovery, 23:128–168, 2011.

Michael Janner, Justin Fu, Marvin Zhang, and Sergey Levine. When to trust your model: Model-
based policy optimization. In Advances in Neural Information Processing Systems 32 (NeurIPS),
2019.

Nan Jiang, Alex Kulesza, Satinder Singh, and Richard Lewis. The dependence of effective planning
horizon on model accuracy. In Proceedings of the 2015 International Conference on Autonomous
Agents and Multiagent Systems (AAMAS), 2015.

Diederik P Kingma and Jimmy Lei Ba. Adam: A method for stochastic optimization. In Proceedings
of the 3rd International Conference on Learning Representations (ICLR), 2015.

Roger Koenker and Gilbert Bassett Jr. Regression quantiles. Econometrica: journal of the Econo-
metric Society, pp. 33–50, 1978.

Junhyuk Oh, Xiaoxiao Guo, Honglak Lee, Richard L Lewis, and Satinder Singh. Action-conditional
video prediction using deep networks in atari games. In Advances in Neural Information Processing
Systems 28 (NeurIPS), 2015.



RLJ | RLC 2024

Masashi Okada and Tadahiro Taniguchi. Dreaming: Model-based reinforcement learning by latent
imagination without reconstruction. In 2021 IEEE International Conference on Robotics and
Automation (ICRA), 2021.

Masashi Okada and Tadahiro Taniguchi. Dreamingv2: Reinforcement learning with discrete world
models without reconstruction. In 2022 IEEE/RSJ International Conference on Intelligent Robots
and Systems (IROS), 2022.

Ian Osband, John Aslanides, and Albin Cassirer. Randomized prior functions for deep reinforcement
learning. Advances in Neural Information Processing Systems 31 (NeurIPS), 2018.

Julian Schrittwieser, Ioannis Antonoglou, Thomas Hubert, Karen Simonyan, Laurent Sifre, Simon
Schmitt, Arthur Guez, Edward Lockhart, Demis Hassabis, Thore Graepel, et al. Mastering atari,
go, chess and shogi by planning with a learned model. Nature, 588(7839):604–609, 2020.

Mark W Spong and Mathukumalli Vidyasagar. Robot dynamics and control. John Wiley & Sons,
1989.

Richard S Sutton. Learning to predict by the methods of temporal differences. Machine learning,
3:9–44, 1988.

Richard S Sutton. Generalization in reinforcement learning: Successful examples using sparse coarse
coding. In Advances in Neural Information Processing Systems 8 (NeurIPS), 1995.

E. Talvitie. Self-correcting models for model-based reinforcement learning. In Proceedings of the
21st AAAI Conference on Artificial Intelligence (AAAI), 2017.

O. Tange. Gnu parallel - the command-line power tool. ;login: The USENIX Magazine, 36(1):42–47,
Feb 2011. URL http://www.gnu.org/s/parallel.

Yi Wan, Muhammad Zaheer, Adam White, Martha White, and Richard S Sutton. Planning with
expectation models. In Proceedings of the 28th International Joint Conference on Artificial Intel-
ligence (IJCAI), 2019.

Philipp Wu, Alejandro Escontrela, Danijar Hafner, Pieter Abbeel, and Ken Goldberg. Daydreamer:
World models for physical robot learning. In Conference on Robot Learning (CoRL), 2023.

A Go-Right Details

The agent’s underlying position in the hallway is represented as an integer in {0, 1, . . . , 10}. The
agent observes its position with a uniformly randomly selected offset in [−0.25, 0.25]. The offset is
sampled every time Go-Right is reset, and otherwise remains constant. The agent has two actions,
left and right, which decrease and increase its position, respectively. Taking the left action in
position 0 or the right action in position 10 results in no change in position.

The status indicator light has 3 discrete underlying values representing it’s intensity: {0, 5, 10}. The
agent observes the light’s intensity with an offset in [−1.25, 1.25]. The light’s intensity at each step
follows a 2nd-order Markov pattern with the following transition table:

t − 1 t t + 1
0 0 5
0 5 0
0 10 5
5 0 10
5 5 10
5 10 10
10 0 0
10 5 5
10 10 0

http://www.gnu.org/s/parallel
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This pattern ensures that all intensities appear at equal frequencies and furthermore that each
intensity is followed by each other intensity with equal frequency.

The prize indicator lights have 2 discrete underlying values representing their intensities: {0, 1}.
The agent observes each light’s intensity with independently sampled offsets in [−0.25, 0.25]. When
the agent is not in position 10, all prize indicators have intensity 0. If the agent is in position 9 at
time t − 1 and at time t in position 10 with the status indicator at intensity 10, all prize indicators
transition to intensity 1 and remain at that value as long as the agent remains in position 10. When
the agent enters position 10 with the status indicator at intensity 0 or 5, the prize indicators follow
a pattern while the agent remains in position 10: all at intensity 0, only the left-most at intensity 1,
only the next left-most at intensity 1, and so on until the right-most is at intensity 1 and then they
all return to intensity 0 to repeat the pattern. This pattern ensures that the prize indicator lights
are not fully identical in their behavior and must thus all be modeled. By default Go-Right has 2
prize indicators, but Go-Right-10 has 10 prize indicators.

Taking the left action results in 0 reward. When the agent is in position 10 with all prize indicators
at intensity 1, taking the right action results in 3 reward. In all other circumstances, taking the
right action incurs -1 reward. This ensures that going right is optimal but that the agent will
initially learn to go left instead.

B Parameter Sweep Details

In Go-Right and Go-Right-10 we performed a grid search over α ∈ {1×10−2, 5×10−2, 1×10−1, 2×
10−1} and τ ∈ {1 × 10−3, 1 × 10−2, 1 × 10−1, 1, 1 × 101}

In Acrobot and Distractrobot we performed a grid search over α ∈ {5×10−2, 1×10−1, 2×10−1, 5×
10−1} and τ ∈ {1 × 10−2, 1 × 10−1, 1, 1 × 101, 1 × 102}

For each configuration we ran 10 independent trials and calculated the final performance as the
average discounted return of the last 100 episodes. For Q-learning, we selected the value of α that
resulted in the highest final performance. For all other methods we compared the final performance
of each configuration to Q-learning’s (with the best α value). If no configuration obtained a higher
final performance than Q-learning, we selected the configuration with the highest final performance.
Otherwise, for each configuration with a final higher performance higher than Q-learning’s, we
calculated the difference between the score at each point and Q-learning’s score at each point as a
measure of the improvement from planning. We chose the configuration with the highest sum of
these differences. The selected parameters are listed in Appendix H.

The results were generated by running 50 independent trials with each agent using the metaparam-
eter values selected by this procedure.

C Go-Right with γ = 0.85

It is possible to succeed in Go-Right by simply overestimating the value of going right rather
than by correctly estimating the state-action values. We evaluated whether the selective planning
methods, and BBI in particular, might be erroneously optimistic by applying them to Go-Right and
Go-Right-10 with the discount factor γ = 0.85. With the lower discount factor, the potential prize
at the end of the hallway is not worth the cost to reach it. The optimal policy is to go left forever,
collecting 0 reward.

The following figures show planning performance with hand-coded, regression tree, and neural net-
work models. In all cases, the selective planning methods learn to exclusively go left resulting in a
discounted return of 0. In the case of neural networks, we do see that unselective planning with the
sufficient model occasionally overestimates the value of going right and obtains negative discounted
returns, but the selective planning methods, including BBI, avoid this misstep.
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Hand-Coded: Go-Right (γ = 0.85)
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Figure 7: Hand-coded models in Go-Right and Go-Right-10 with reduced discount factor.
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Regression Trees: Go-Right (γ = 0.85)
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Figure 8: Regression tree models in Go-Right and Go-Right-10 with reduced discount factor.
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Neural Networks: Go-Right (γ = 0.85)
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Figure 9: Neural network models in Go-Right and Go-Right-10 with reduced discount factor.

D Model-Learning Details

We did not formally sweep metaparameters for the model-learning algorithms. Reasonably effective
metaparameter values were selected informally during agent development.

The FIRT algorithm has two main metaparameters. First, there is a confidence level that must
be reached in order to perform a split. We set this value to 0.95 (meaning a 0.95 chance that the
best feature is, in fact, better than the second-best). Second, there is a threshold for the Hoeffding
bound, below which best 2 features are considered tied and a split can be made. We set this value
to 0.05. We incorporated every observed transition into the leaf statistics, but we only considered
splitting the tree every 100 frames.
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Every 4 steps we performed a training step on each neural network with a batch of 4 uniformly
randomly selected transitions from a buffer containing all past transitions. We set the ADAM
stepsize parameter to 1 × 10−3. For the BBI networks that predict the expected outcome as well as
two quantiles, we weighed the three loss functions equally.

E Additional Discussion of Go-Right-10 with Neural Networks

In Figure 4 we observed that in Go-Right-10, MCTV and MCTR planning with neural network mod-
els did not fail as they did with hand-coded and regression tree models. Furthermore, we observed
that the performance of BBI planning notably declined, unlike with hand-coded and regression tree
models. In this section we aim to explain this observation in more detail.

We hypothesize that BBI with the neural network produces more conservative uncertainty estimates
than with the hand-coded or regression tree models. To evaluate this, we consider the uncertainty
error, the difference between the uncertainty estimate given by an inference procedure on a learned
model ulearned

i and the uncertainty estimate given using BBI with a hand-coded model uhBBI
i :

ϵunc = ulearned
i − uhBBI

i . For instance, if ϵunc > 0, then the estimated uncertainty from the learned
model is larger than the ideal BBI estimate. In each episode, we calculated the median uncertainty
error over all planning steps and all rollout steps within a planning step. The below figure shows
the median uncertainty error averaged over all trials for MCTV, MCTR, and BBI in both regression
tree and neural network models.
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Figure 10: Median uncertainty error (averaged over all trials) in regression trees and neural networks.

We see that BBI in the neural network models frequently overestimates uncertainty, but not in the
regression tree models. We suspect that this is because our BBI procedure for neural networks is
additive (in that we assume that all inputs achieve their extreme values in the linear calculation
in each unit) and iterative (in that the potentially loose bounds from each unit are given as input
to the next layer of units). Both of these can compound the effects of loose bounds. The higher
uncertainty estimates given by the neural network models may explain the reduced benefit from BBI
planning observed in Go-Right-10.

We also observe that MCTV and MCTR planning in regression tree models frequently underesti-
mate uncertainty (MCTV seemingly more so than MCTR). This intuitively coincides with the poor
planning performance of these methods; this overconfidence may cause the planning process to use
the model when it should not be trusted.

In the neural network models, the Monte Carlo methods seem to underestimate uncertainty to a
lesser degree and perform well. Examining model rollouts provides a possible explanation for this.
The neural network model generally fails to learn that the prize indicators may turn on when the
agent enters the prize location (this is a relatively rare occurrence in the training set). This flaw
makes the model highly misleading, which is borne out by the poor performance of the sufficient
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neural network model in this problem. However, as a side effect of this large error, samples from
the IQN model produce high target variance, which is easily detected by the Monte Carlo method.

Specifically, when the agent enters the prize location, with roughly 1/3 chance the status indicator
has full intensity, but the prize indicators are off. This state is extremely rare in the training data,
and thus has q-values close to initialization (i.e. close to 0). On the other hand, with 2/3 chance,
the status indicator does not have full intensity and the prize indicators are off; these are common
states with relatively high q-values (since the agent can simply move left and then move right to try
for the prize again). As such, there is high variance over TD targets that include the agent entering
the prize location, which would otherwise be the main source of misleading updates

In contrast, the hand-coded and regression tree models both predict that the prize indicators will
turn on with probability roughly 1/3 when the agent enters the prize location. Thus, with high
probability they predict that some, but not all, of the prize indicators will turn on. These are mostly
impossible states that tend to all have q-values close to initialization, resulting in low variance in
the TD targets, which is more difficult to detect via Monte Carlo sampling.

So, though these results were counter to our predictions based on the hand-coded model experiments,
they are still consistent with our overall hypotheses. Predicted variance and sampling-based methods
are sensitive to the model’s predicted probability distribution; in this case the distribution happened
to be amenable to these methods. BBI is insensitive to the model’s predicted distribution but can
generate loose bounds, erring on the side of conservative selective planning.

F Tile Coding Details

For Acrobot we followed Sutton (1995). We had 12 tilings over all 4 dimensions, 3 tilings for
each subset of 3 dimensions, 2 tilings for each subset of 2 dimensions, and 3 tilings for individual
dimension. This gives a total of 60 tilings. The first and third dimensions were divided into 6 cells,
the second and fourth into 7 cells.

For Distractrobot we extended the feature set to include the extra distractor dimension. We
had 20 tilings over all 5 dimensions, 4 tilings over each subset of 4 dimensions, 2 tilings over each
subset of 3 dimensions, 2 tilings over each subset of 2 dimensions, and 4 tilings over each individual
dimension. This gives a total of 140 tilings. The first four dimensions were divided as above. The
fifth dimension was divided into 7 cells.

G Acrobot Learning Curves

Here we present more traditional learning curves for Acrobot and Distractrobot (i.e. not centered
on Q-learning’s performance).
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Figure 11: Planning with neural network models in Acrobot (left) and Distractrobot (right).
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Figure 12: Planning with neural network models in Acrobot (left) and Distractrobot (right).

H Selected Metaparameters

Here we list the selected metaparameters for each agent in each problem. See Appendix D for details
about how these values were selected.

Table 1: Hand-coded, Go-Right (γ = 0.9).

Agent α τ
Q-learning 5 × 10−1 n/a
Perfect 1 × 10−1 n/a
Expect (h = 2) 1 × 10−1 n/a
Expect (h = 5) 2 × 10−1 n/a
Sample (h = 2) 2 × 10−1 n/a
Sample (h = 5) 2 × 10−1 n/a
1SPV 5 × 10−2 1 × 10−1

1SPR 5 × 10−2 1
MCTV (k = 10) 1 × 10−1 1 × 10−3

MCTV (k = 40) 1 × 10−1 1 × 10−1

MCTR (k = 10) 1 × 10−1 1 × 10−2

MCTR (k = 40) 1 × 10−1 1 × 10−1

BBI 1 × 10−1 1

Table 2: Regression tree, Go-Right (γ = 0.9).

Agent α τ
Sufficient 1 × 10−1 n/a
MCTV (k = 40) 1 × 10−1 1 × 10−2

MCTR (k = 40) 1 × 10−1 1 × 10−1

BBI 1 × 10−1 1 × 10−1

Table 3: Neural net, Go-Right (γ = 0.9).

Agent α τ
Sufficient 1 × 10−1 n/a
MCTV (k = 40) 1 × 10−1 1 × 10−3

MCTR (k = 40) 1 × 10−1 1 × 10−2

BBI 1 × 10−1 1 × 10−1

Table 4: Hand-coded, Go-Right-10 (γ = 0.9).

Agent α τ
Q-learning 5 × 10−2 n/a
Perfect 1 × 10−1 n/a
Expect (h = 2) 2 × 10−1 n/a
Expect (h = 5) 2 × 10−1 n/a
Sample (h = 2) 2 × 10−1 n/a
Sample (h = 5) 2 × 10−1 n/a
1SPV 5 × 10−2 1 × 10−3

1SPR 5 × 10−2 1
MCTV (k = 10) 2 × 10−1 1 × 101

MCTV (k = 40) 5 × 10−1 1 × 10−3

MCTR (k = 10) 2 × 10−1 1 × 101

MCTR (k = 40) 5 × 10−1 1 × 10−1

BBI 1 × 10−1 1 × 10−1

Table 5: Regression tree, Go-Right-10 (γ = 0.9).

Agent α τ
Sufficient 5 × 10−1 n/a
MCTV (k = 40) 2 × 10−1 1 × 10−1

MCTR (k = 40) 2 × 10−1 1
BBI 1 × 10−1 1 × 10−1

Table 6: Neural net, Go-Right-10 (γ = 0.9).

Agent α τ
Sufficient 1 × 10−1 n/a
MCTV (k = 40) 1 × 10−1 1 × 10−3

MCTR (k = 40) 1 × 10−1 1 × 10−2

BBI 5 × 10−2 1
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Table 7: Hand-coded, Go-Right (γ = 0.85).

Agent α τ
Q-learning 2 × 10−1 n/a
Perfect 2 × 10−1 n/a
Expect (h = 2) 2 × 10−1 n/a
Expect (h = 5) 2 × 10−1 n/a
Sample (h = 2) 2 × 10−1 n/a
Sample (h = 5) 2 × 10−1 n/a
1SPV 2 × 10−1 1 × 101

1SPR 2 × 10−1 1 × 101

MCTV (k = 10) 2 × 10−1 1 × 101

MCTV (k = 40) 2 × 10−1 1 × 101

MCTR (k = 10) 2 × 10−1 1 × 101

MCTR (k = 40) 2 × 10−1 1 × 101

BBI 2 × 10−1 1 × 101

Table 8: Regression tree, Go-Right (γ = 0.85).

Agent α τ
Sufficient 2 × 10−1 n/a
MCTV (k = 40) 2 × 10−1 1 × 101

MCTR (k = 40) 2 × 10−1 1 × 101

BBI 2 × 10−1 1 × 101

Table 9: Neural net, Go-Right (γ = 0.85).

Agent α τ
Sufficient 1 × 10−1 n/a
MCTV (k = 40) 5 × 10−2 1 × 101

MCTR (k = 40) 2 × 10−1 1 × 10−2

BBI 2 × 10−1 1

Table 10: Hand-coded, Go-Right-10 (γ = 0.85).

Agent α τ
Q-learning 2 × 10−1 n/a
Perfect 2 × 10−1 n/a
Expect (h = 2) 2 × 10−1 n/a
Expect (h = 5) 2 × 10−1 n/a
Sample (h = 2) 2 × 10−1 n/a
Sample (h = 5) 2 × 10−1 n/a
1SPV 2 × 10−1 1 × 101

1SPR 2 × 10−1 1 × 101

MCTV (k = 10) 2 × 10−1 1 × 101

MCTV (k = 40) 2 × 10−1 1 × 101

MCTR (k = 10) 2 × 10−1 1 × 101

MCTR (k = 40) 2 × 10−1 1 × 101

BBI 2 × 10−1 1 × 101

Table 11: Regression tree, Go-Right-10 (γ =
0.85).

Agent α τ
Sufficient 2 × 10−1 n/a
MCTV (k = 40) 2 × 10−1 1 × 101

MCTR (k = 40) 2 × 10−1 1 × 101

BBI 2 × 10−1 1 × 101

Table 12: Neural net, Go-Right-10 (γ = 0.85).

Agent α τ
Sufficient 1 × 10−2 n/a
MCTV (k = 40) 2 × 10−1 1 × 101

MCTR (k = 40) 2 × 10−1 1 × 101

BBI 5 × 10−2 1

Table 13: Regression tree, Acrobot.

Agent α τ
Q-learning 2 × 10−1 n/a
Perfect 5 × 10−1 n/a
Expect 5 × 10−2 n/a
Sample 5 × 10−2 n/a
1SPV 5 × 10−1 1
1SPR 2 × 10−1 1 × 10−2

MCTV (k = 40) 2 × 10−1 1 × 10−1

MCTR (k = 40) 1 × 10−1 1 × 10−2

BBI 2 × 10−1 1 × 101

Table 14: Neural net, Acrobot.

Agent α τ
Expect 5 × 10−2 n/a
Sample 2 × 10−1 n/a
1SPV 2 × 10−1 1 × 10−2

1SPR 2 × 10−1 1 × 10−2

MCTV (k = 40) 2 × 10−1 1 × 10−1

MCTR (k = 40) 1 × 10−1 1
BBI 2 × 10−1 1 × 101
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Table 15: Regression tree, Distractrobot.

Agent α τ
Q-learning 1 × 10−1 n/a
Perfect 2 × 10−1 n/a
Expect 5 × 10−2 n/a
Sample 5 × 10−2 n/a
1SPV 2 × 10−1 1 × 10−1

1SPR 2 × 10−1 1 × 101

MCTV (k = 40) 2 × 10−1 1
MCTR (k = 40) 2 × 10−1 1 × 10−1

BBI 2 × 10−1 1 × 10−1

Table 16: Neural net, Distractrobot.

Agent α τ
Expect 5 × 10−2 n/a
Sample 5 × 10−2 n/a
1SPV 2 × 10−1 1 × 10−2

1SPR 5 × 10−1 1
MCTV (k = 40) 2 × 10−1 1 × 10−2

MCTR (k = 40) 5 × 10−2 1
BBI 2 × 10−1 1 × 101


